**Intro. to Graphics in Java**

**Window Organization**

The computer screen is made up of several **picture elements** or **pixels**. In turn, then, each window is made up of pixels.

Each pixel has a set of coordinates, which operate similarly to Cartesian coordinates. The key difference, though, is that the upper left corner is (0, 0) here (instead of the lower left).

Consider this illustration for a window that is 640 pixels wide by 480 pixels tall:
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**Libraries**

In order to use graphics in Java programs, there are a number of libraries we need to import. For the sake of what will be covered in these notes, you need the following statements:

import javax.swing.JFrame;  
import java.awt.Graphics;  
import javax.swing.JPanel;  
import java.awt.Color;  
import javax.swing.JLabel;  
import javax.swing.ImageIcon;  
import java.awt.BorderLayout;

Once you've seen what's in these notes, it should be fairly obvious which statements do what. Of course, only import what you actually use in a program in practice.

**A Framework for Graphics Programs**

We'll use a framework for our programs where we'll launch a window where we'll do our drawing. This window will make use of some existing code via inheritance, thus our class must have JPanel as a superclass.

The key method in JPanel we must override for our programs is paintComponent(), which is void and takes in an object of the Graphics class. In fact, we will be passing a Graphics class object around anytime we do drawing. It's customary to call this object g. Note the superclass method call within within method.

We could opt to build a class that extends JPanel and have a separate main program. However, I'm opting to introduce this all tied into one program to focus on Graphics, so I'll include the main program in the framework for this introduction. We'll put the code there to set up and launch a window.

Finally, the constructor is optional here, but can be used to set the background color of the drawing window.

Here is a framework, with required code in color:

**public class** DrawPanel **extends JPanel**  
{

public DrawPanel() // set up graphics window  
 {  
 super();

setBackground(Color.WHITE);  
 }

**public void paintComponent(Graphics g)** // draw graphics in the panel **{**

int width = getWidth(); // width of window in pixels

int height = getHeight(); // height of window in pixels

**super.paintComponent(g);**  // call superclass to make panel display correctly

// Drawing code goes here

**}**

**public static void main(String[] args)**

**{**

**DrawPanel panel = new DrawPanel();**  // window for drawing

**JFrame application = new JFrame();**  // the program itself

**application.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);** // set frame to exit

// when it is closed

**application.add(panel);**

**application.setSize(**500, 400**);** // window is 500 pixels wide, 400 high

**application.setVisible(true);**

**}**

**}**

We'll now look at some of the drawing options you have while working with a Graphics object. As the drawing tools require a Graphics object, you'll need to use them in the paintComponent() method (or in a method called from the paintComponent() method with g passed to it).

***Note:*** These notes assume your Graphics object is called g.

**Text**

You can print text in a graphics context via:

**g.drawString(** *string* **,** *start x-coordinate* **,** *start y-coordinate* **);**

For example, the following code would print "Hello, World" at (100, 150):

g.drawString("Hello, World", 100, 150);

**Lines**

You can draw a line via a method call:

**g.drawLine(** *start x-coordinate* **,** *start y-coordinate* **,** *end x-coordinate* **,** *end y-coordinate* **);**

For example, the following code would draw a line from the top left of a window to (20, 40):

g.drawLine(0, 0, 20, 40);

**Problem:** Given the framework defined above, write a line of code to draw a line from the bottom left corner of the window to the upper right corner.

**Rectangles, Ovals, and Arcs**

You can draw a rectangle via a method call:

**g.drawRect(** *x-coordinate of top left corner* **,** *y-coordinate of top left corner* **,**   
 *width* **,** *height* **);**

For example, the following code would draw a rectangle starting at (10, 10) that is 100 pixels high and 200 pixels wide:

g.drawRect(10, 10, 200, 100);

Ovals operate under a similar principle. They have a *bounding rectangle;* in other words, you send the same arguments to the oval method call as you would to the rectangle call, but you don't see that rectangle. Instead, the oval with fit inside the rectangle. Here's the general form:

**g.drawOval(** *x-coordinate of top left corner* **,** *y-coordinate of top left corner* **,**   
 *width* **,** *height* **);**

Using the same example, the following code would draw an oval in the bounding rectangle we drew above:

g.drawOval(10, 10, 200, 100);

**Problem:** Write a line of code that draws a square with sides of length 20 at the center of the window.

 Arcs operate under a similar principle to ovals. There is once again a bounding rectangle. As the arc is part of an oval, we need to add additional arguments for what part of the oval we want to draw. These are the starting angle and ending angle in degrees. Imagine a set of axes centered at the center of the oval. Then 0 degrees would correspond to the positive *x*-axis. Here's a general form for drawing an arc:

**g.drawArc(** *x-coordinate of top left corner* **,** *y-coordinate of top left corner* **,**   
 *width* **,** *height* **,** *start angle* **,** *angle swept out* **);**

**Problem:** Sketch on paper the arc drawn by this code:

g.drawArc(10, 10, 200, 100, 45, 90);

**Colors & The RGB Model**

Java defines a Color class; instances of this class represent various colors.

At the simplest level, we could pick one of 13 predefined colors from Java's virtual box of crayons:

* Color.BLACK
* Color.BLUE
* Color.CYAN
* Color.DARK\_GRAY
* Color.GRAY
* Color.GREEN
* Color.LIGHT\_GRAY
* Color.MAGENTA
* Color.ORANGE
* Color.PINK
* Color.RED
* Color.WHITE
* Color.YELLOW

**RGB**

Of course, there are many more colors we might want. We can specify other colors using the **RGB model**, which specifies a color with a red value, a green value, and a blue value (each called **channels**). For example, the red value is how much red we want in our color. In different graphics system, the individual color values might be represented in different ways, but in Java, we use 8 bits to each color value. This gives us 256 (28) choices for each of the R, G, and B values, and choices range from 0 to 255.

So, we'd specify a color as follows:

|  |  |  |
| --- | --- | --- |
| **Component** | **Minimum Value** | **Maximum Value** |
| Red Value | 0 (no red) | 255 (all red) |
| Green Value | 0 (no green) | 255 (all green) |
| Blue Value | 0 (no blue) | 255 (all blue) |

So, a color is represented as an ordered triple. (0, 0, 0) is the absence of color, or black. (255, 255, 255) means all colors are at their maximum value, which corresponds to white.

We can create Color objects using RGB values:

**Color** colorName **= new Color(** red value **,** green value **,** blue value **);**

So, the following code would create the color black (note that there's a constant though):

Color blackEx = new Color(0, 0, 0);

More interestingly, the following code would create a color that is a dark shade of blue:

Color darkBlue = new Color(0, 0, 102);

**Tangential Note:** 256 is also 162, which means a component of color can also be represented as 2 hexadecimal digits. Going with this, FF == 255. In other graphics systems, a triple is represented by 6 hex digits, where the first two are the red value, the second two are the green value, and the last two are the blue value. Thus, FF0000 is red, 00FF00 is green, and 0000FF is blue. We could combine colors: FF00FF is magenta . (Be careful, though, it's more involved than this.)

**Problem:** Recalling that 256 is 28, how many different colors does the RGB model allow us to choose from?

**Problem:** Define a Color object for magenta (disregarding the existing constant).

**Using Colors in Graphics Contexts**

We use the following line of code to change the color in which drawing will occur:

**g.setColor(** colorObject **);**

The sequential flow of programs is key here. This color setting persists until is changed. We could draw one object in this color or 20; but it stays until the next time we call setColor().

Consider the following example calls to setColor():

g.setColor(Color.ORANGE); // use Color constant

g.setColor(darkBlue); // use the Color object defined above

g.setColor(new Color(0, 102, 0)); // create a Color object on the fly

**Filled Shapes**

Now that we know about colors, we may also want to draw shapes that are filled in, instead of just the outlines of shapes we drew above. Drawing filled shapes involves the same arguments as above, but the method name is slightly different. Here are the general forms:

**g.fillRect(** *x-coordinate of top left corner* **,** *y-coordinate of top left corner* **,**   
 *width* **,** *height* **);**

**g.fillOval(** *x-coordinate of top left corner* **,** *y-coordinate of top left corner* **,**   
 *width* **,** *height* **);**

**g.fillArc(** *x-coordinate of top left corner* **,** *y-coordinate of top left corner* **,**

*width* **,** *height* **,** *start angle* **,** *angle swept out* **);**

**Example:** Consider the following example of using colors and filled shapes:

g.setColor(Color.RED);  
g.fillRect(10, 10, 200, 200);  
g.setColor(new Color(0, 0, 102));  
g.fillOval(20, 20, 180, 180);

**A Few Window Modifications**

Let's look at two settings we can change *in the main function* to change our window. This assumes the framework above, where application is the JFrame object.

We can change the name of the window:

**application.setTitle("**Name of your window**")**

We can change the background color:

**application.setBackground(** colorObject **);**

Note that the latter sets the JFrame's background color, but in our framework above, we have a JPanel sitting on top of the JFrame, so you'd need to use the setBackground of the constructor in the framework above to change that color if desired.

**Basic drawing**

In this part of the Java 2D tutorial, we will do some basic drawing.

**Points**

The most simple graphics primitive is a point. It is a single dot on the window. There is a Point class for representing a point in a coordinate space, but there is no method to to draw a point. We used the drawLine() method, where we supplied one point twice.

Points.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Insets;

import java.util.Random;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.SwingUtilities;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.setColor(Color.blue);

Dimension size = getSize();

Insets insets = getInsets();

int w = size.width - insets.left - insets.right;

int h = size.height - insets.top - insets.bottom;

Random r = new Random();

for (int i = 0; i < 1000; i++) {

int x = Math.abs(r.nextInt()) % w;

int y = Math.abs(r.nextInt()) % h;

g2d.drawLine(x, y, x, y);

}

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class Points extends JFrame {

public Points() {

initUI();

}

private void initUI() {

setTitle("Points");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

add(new Surface());

setSize(350, 250);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

Points ps = new Points();

ps.setVisible(true);

}

});

}

}

One point is difficult to observe. Therefore, we will randomly draw 1000 points on the panel surface.

g2d.setColor(Color.blue);

We will paint our points in blue color.

Dimension size = getSize();

Insets insets = getInsets();

The size of the window includes borders and a titlebar. We don't paint there.

int w = size.width - insets.left - insets.right;

int h = size.height - insets.top - insets.bottom;

Here we calculate the area where we will effectively paint our points.

Random r = new Random();

int x = Math.abs(r.nextInt()) % w;

int y = Math.abs(r.nextInt()) % h;

We get a random number in range of the size of area that we computed above.

g2d.drawLine(x, y, x, y);

Here we draw the point. As we already mentioned, we use the drawLine() method. We specify the same point twice.
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Figure: Points

**Lines**

A line is a simple graphics primitive. A line is an object which connects two points. Lines are drawn with the drawLine() method.

Lines2.java

package com.zetcode;

import java.awt.Graphics;

import java.awt.Graphics2D;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.SwingUtilities;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawLine(30, 30, 200, 30);

g2d.drawLine(200, 30, 30, 200);

g2d.drawLine(30, 200, 200, 200);

g2d.drawLine(200, 200, 30, 30);

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class Lines2 extends JFrame {

public Lines2() {

initUI();

}

private void initUI() {

setTitle("Lines");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

add(new Surface());

setSize(350, 250);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

Lines2 lines = new Lines2();

lines.setVisible(true);

}

});

}

}

We draw a simple object with four lines.

g2d.drawLine(30, 30, 200, 30);

A straight line is drawn. The parameters of the method are the x, y coordinates of the two points.
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Figure: Lines

**BasicStroke**

The BasicStroke class defines a basic set of rendering attributes for the outlines of graphics primitives. These rendering attributes include width, end caps, line joins, miter limit, and dash attributes.

BasicStrokes.java

package com.zetcode;

import java.awt.BasicStroke;

import java.awt.Graphics;

import java.awt.Graphics2D;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.SwingUtilities;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

float[] dash1 = {2f, 0f, 2f};

float[] dash2 = {1f, 1f, 1f};

float[] dash3 = {4f, 0f, 2f};

float[] dash4 = {4f, 4f, 1f};

g2d.drawLine(20, 40, 250, 40);

BasicStroke bs1 = new BasicStroke(1, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_ROUND, 1.0f, dash1, 2f);

BasicStroke bs2 = new BasicStroke(1, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_ROUND, 1.0f, dash2, 2f);

BasicStroke bs3 = new BasicStroke(1, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_ROUND, 1.0f, dash3, 2f);

BasicStroke bs4 = new BasicStroke(1, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_ROUND, 1.0f, dash4, 2f);

g2d.setStroke(bs1);

g2d.drawLine(20, 80, 250, 80);

g2d.setStroke(bs2);

g2d.drawLine(20, 120, 250, 120);

g2d.setStroke(bs3);

g2d.drawLine(20, 160, 250, 160);

g2d.setStroke(bs4);

g2d.drawLine(20, 200, 250, 200);

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class BasicStrokes extends JFrame {

public BasicStrokes() {

initUI();

}

private void initUI() {

setTitle("Basic strokes");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

add(new Surface());

setSize(280, 270);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

BasicStrokes bs = new BasicStrokes();

bs.setVisible(true);

}

});

}

}

In this example, we show various types of dashes. A dash attribute is a pattern, which is created by mixing opaque and transparent sections.

float[] dash1 = { 2f, 0f, 2f };

float[] dash2 = { 1f, 1f, 1f };

float[] dash3 = { 4f, 0f, 2f };

float[] dash4 = { 4f, 4f, 1f };

Here we define four different dash patterns.

BasicStroke bs1 = new BasicStroke(1, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_ROUND, 1.0f, dash1, 2f );

This line constructs a BasicStroke object.

g2d.setStroke(bs1);

We use the setStroke() method to apply the BasicStroke to the current graphics context.

g2d.drawLine(20, 80, 250, 80);

Finally, we draw the line.

![BasicStroke](data:image/png;base64,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)

Figure: Basic strokes

**Caps**

Caps are decorations applied to the ends of unclosed subpaths and dash segments. There are three different end caps in Java 2D: CAP\_BUTT, CAP\_ROUND and CAP\_SQUARE.

Caps.java

package com.zetcode;

import java.awt.BasicStroke;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.RenderingHints;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.SwingUtilities;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

RenderingHints rh = new RenderingHints(

RenderingHints.KEY\_ANTIALIASING,

RenderingHints.VALUE\_ANTIALIAS\_ON);

rh.put(RenderingHints.KEY\_RENDERING,

RenderingHints.VALUE\_RENDER\_QUALITY);

g2d.setRenderingHints(rh);

BasicStroke bs1 = new BasicStroke(8, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_BEVEL);

g2d.setStroke(bs1);

g2d.drawLine(20, 30, 250, 30);

BasicStroke bs2 = new BasicStroke(8, BasicStroke.CAP\_ROUND,

BasicStroke.JOIN\_BEVEL);

g2d.setStroke(bs2);

g2d.drawLine(20, 80, 250, 80);

BasicStroke bs3 = new BasicStroke(8, BasicStroke.CAP\_SQUARE,

BasicStroke.JOIN\_BEVEL);

g2d.setStroke(bs3);

g2d.drawLine(20, 130, 250, 130);

BasicStroke bs4 = new BasicStroke();

g2d.setStroke(bs4);

g2d.drawLine(20, 20, 20, 140);

g2d.drawLine(250, 20, 250, 140);

g2d.drawLine(254, 20, 254, 140);

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class Caps extends JFrame {

public Caps() {

initUI();

}

private void initUI() {

setTitle("Caps");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

add(new Surface());

setSize(280, 270);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

Caps caps = new Caps();

caps.setVisible(true);

}

});

}

}

In our example, we show all three types of end caps.

BasicStroke bs1 = new BasicStroke(8, BasicStroke.CAP\_BUTT,

BasicStroke.JOIN\_BEVEL);

g2d.setStroke(bs1);

A basic stroke with a butt cap is created and applied.

g2d.drawLine(20, 20, 20, 140);

g2d.drawLine(250, 20, 250, 140);

g2d.drawLine(254, 20, 254, 140);

We draw three vertical lines to explain the differences among the end caps. Lines with CAP\_ROUND and CAP\_SQUARE are bigger than the line with CAP\_BUTT. Exactly how much bigger depends on the line size. In our case a line is 8px thick. Lines are bigger by 8px, 4px on the left and 4px on the right. It is clear from the picture.

![Caps](data:image/png;base64,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)

Figure: Caps

**Joins**

Line joins are decorations applied at the intersection of two path segments and at the intersection of the endpoints of a subpath. There are three decorations are. JOIN\_BEVEL, JOIN\_MITER and JOIN\_ROUND.

Joins.java

package com.zetcode;

import java.awt.BasicStroke;

import java.awt.Graphics;

import java.awt.Graphics2D;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.SwingUtilities;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

BasicStroke bs1 = new BasicStroke(8, BasicStroke.CAP\_ROUND,

BasicStroke.JOIN\_BEVEL);

g2d.setStroke(bs1);

g2d.drawRect(15, 15, 80, 50);

BasicStroke bs2 = new BasicStroke(8, BasicStroke.CAP\_ROUND,

BasicStroke.JOIN\_MITER);

g2d.setStroke(bs2);

g2d.drawRect(125, 15, 80, 50);

BasicStroke bs3 = new BasicStroke(8, BasicStroke.CAP\_ROUND,

BasicStroke.JOIN\_ROUND);

g2d.setStroke(bs3);

g2d.drawRect(235, 15, 80, 50);

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class Joins extends JFrame {

public Joins() {

initUI();

}

private void initUI() {

setTitle("Joins");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

add(new Surface());

setSize(340, 110);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

Joins js = new Joins();

js.setVisible(true);

}

});

}

}

This code example show three different line joins in action.

BasicStroke bs1 = new BasicStroke(8, BasicStroke.CAP\_ROUND,

BasicStroke.JOIN\_BEVEL);

g2d.setStroke(bs1);

g2d.drawRect(15, 15, 80, 50);

Here we create a rectangle with a JOIN\_BEVEL join.

![Joins](data:image/png;base64,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)